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CALL FOR PARTICIPATION

The summer school brings together PhD students, lecturers, technology presenters, as well as other researchers and practitioners who are interested in the generation and the transformation of programs, data, models, meta-models, and documentation.

This concerns many areas of software engineering: software reverse and re-engineering, model-driven approaches, automated software engineering, generic language technology, to name a few. These areas differ with regard to the specific sorts of meta-models (or grammars, schemas, formats etc.) that underly the involved artifacts, and with regard to the specific techniques that are employed for the generation and the transformation of the artifacts.

Tutorials

The tutorials are given by renowned representatives of complementary approaches and problem domains. Each tutorial combines foundations, methods, examples, and tool support.

- **Feature Oriented Programming**
  Don Batory (The University of Texas at Austin);

- **Compiling Fast XML reader/writers from DTDs using Program Transformations**
  Ian Baxter (Semantic Designs Inc.);

- **Metamodelling and Model Driven Software Development**
  Jean Bezivin (INRIA, LINA, University of Nantes);

- **Program Transformation With Reflective and Aspect-Oriented Programming**
  Shigeru Chiba (Tokyo Institute of Technology);

- **The Transformational Approach to Database Engineering**
  Jean-Luc Hainaut (University of Namur);

- **Program Optimization and Transformation in Calculational Forms**
  Zhenjiang Hu (University of Tokyo);

- **Object, Relational, and XML Mapping**
  Erik Meijer (Microsoft, Redmond);

- **On the Use of Graph Transformations for Model Refactoring**
  Tom Mens (University of Mons-Hainaut);

The program of the summer school also features invited technology presentations and a participant workshop. Formal proceedings of the summer school will be published in Springer’s Lecture Notes in Computer Science series.

Venue

The summer school will be held in the northern region of Portugal, known as the Costa Verde. The region is known for its attractiveness in terms of climate, prices, and culture. The region is served by the Oporto international airport, providing direct flights to many major European cities. The event will take place in Hotel da Falperra, situated in the hills overlooking the city of Braga. Hotel da Falperra is a four star hotel that provides splendid seminar and leisure facilities. The hotel is situated in a quiet and somewhat isolated mountain area, which promotes the interaction between senior and junior researchers.
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Abstract. Building an aspect weaver right into the heart of the GCC compiler not only improves efficiency of weaving process and woven code in the context of C programs. Exploiting GCC 4.6's new intermediate representation also enables us to advise a C application with code written in e.g. Fortran or Java. This way, crosscutting concerns can be expressed in the most suitable language for their purpose. Issues like language interaction, programming conventions as well as a concrete implementation still need to be looked at.

1 Introduction

Aspect Oriented Programming (AOP) is a recent programming paradigm, introducing the notion of crosscutting concerns. As more research is being done on Aspect Oriented Software Development (AOSD), the (initial) promise that the ideas involved were not limited to Object Oriented (OO) systems, is getting confirmed. That's why more and more non-OO aspect languages are being designed and implemented. This paper is about an effort called Aspicere, an aspect language for C.

2 Aspicere

Started as a side-project of Cobble [3] (an aspect language for Cobol), and originally based on AspectC [2], Aspicere\footnote{http://albezw.ugent.be/~kdschutt/aspicere/} has now evolved into an aspect language with pointcut expressions written as Prolog predicates [1].

Just like the currently unmaintained AspectC, it features a static weaver, whose architecture is outlined in Fig. 1. As can be seen there, our current weaver acts as a source-to-source preprocessor prepended to the GCC compiler. So, there's quite some redundant work involved, because there are actually two parse phases, there's a lot of file I/O, ...

If we'd like to extend our work to C++ or even Java, we'd face two main problems: offering a suitable pointcut language for each particular language and finding an efficient way to effectively weave these aspects. The former could be handled by expressing frontend predicates containing the right abstractions for the intended language in terms of a common set of basic predicates. The latter issue would force us to invent new XML-representations (and corresponding parsers) for all the desired base languages or, much more challenging, to design one uniform formalism for all of them. And what about the efficiency of either the woven code and the weaver itself?

Fig. 1. Outline of our current weaver's internals.
3 Our proposition

3.1 GCC 4.0

The primary compiler on Unix/Linux systems is the GNU Compiler Collection (GCC), supporting a significant number of programming languages (C, C++, Objective-C, Fortran, Java, and Ada). Moreover, GCC has been ported to numerous computer platforms and architectures.

GCC 4.0 features two new intermediate representations: GENERIC and GIMPLE trees. Basically, each different language frontended produces a forest of GENERIC trees, which are then turned into GIMPLE for optimizations and eventually fed to the backends. As GENERIC is a higher-level representation containing control flow and all needed language constructs without language dependencies, it’s in fact a uniform model for all of GCC’s supported languages’ ASTs.

3.2 Aspicere revisited

Combining Aspicere and GCC 4.0 as shown in Fig. 2, tackles section 2’s problems. Indeed, there’s only one parse pass left. Once GENERIC trees have been built for the base program and aspects, GCC’s workflow is temporarily suspended to match joinpoints and advice using a Prolog engine and rules derived from the pointcut expressions. Then, the real weaving process starts by modifying the GENERIC trees accordingly and finally, GCC’s remaining activities are resumed.

Section 2’s second problem has also been solved, because GENERIC trees offer a uniform interface to ASTs of every supported programming language. As the weaver’s semantics are expressed in terms of GENERIC trees, it only needs to be built once. What’s more, there’s the intriguing side-effect of “heterogeneous advice”. From the beginning, most AOP-tools have opted to write advice in the same language as the base program. AOP’s underlying ideas, however, do not dictate this. Implementing crosscutting concerns in the programming language best suited for them, could open up interesting opportunities. Of course, issues involved in (inter-paradigm) language interaction need to be treated in a proper way.

4 Conclusion and future work

GCC 4.0’s GENERIC trees allow us to write “heterogeneous advice”, leading to language-independent aspect weaving. Granted, a lot depends on the disciplined language-independence of the GENERIC trees. Likewise, further investigation is needed on semantically connecting language constructs in different programming languages. Restricting their interaction by using conventions is an option.
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