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Abstract—In the coming years user-centric services will be deployed in our homes, cars, offices, etc. Users expect that these services are autonomous and user-friendly. This requires that these services can adapt themselves to changes in the environment, implying that they have to become context-aware. In this paper we present a formal context model and an OSGi based framework that allows easy development and installation of context-aware services. The platform is open since it allows that new components are easily plugged in. Applicability is illustrated with a location determination use case in an desk sharing office environment where employees don’t have a fixed location or desk.
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1 Introduction

The demand for intelligent and networked consumer systems and devices is large and growing rapidly. Our homes, cars and offices are becoming smart environments where user-centric services are introduced. As an example of a context aware service combined with a home surveillance service, parents can remotely watch over their children while they are playing at home. The service tracks the location of the children and automatically shows the feed of the right camera. Those services can be provided by deploying a software element, that implements the service on the residential gateway. These services should be available and transparent to the user regardless of time or location and they should be very easy to use if they want to become a success. This can be accomplished if these services adapt themselves according to the context to best meet the user’s needs. Furthermore it should be easy to deploy new context-aware services from multiple vendors. This means that the services have to be independent of the specific sensors that deliver the context information and that context information from multiple sources should be easy accessible. In this article we present a middleware platform for abstracting the context sources and aggregation of the information.

For the acquisition of context information we focus on the very important aspect of a user’s location. In the presented use case, an ethernet based location technique was presented for a desk sharing office environment. Moreover, an introduction of our ongoing work on wireless location determination techniques based on WiFi and RFID is presented.

OSGi was chosen as the service platform. This Java based platform is designed by the Open Services Gateway Initiative ([1]). It specifies an open platform for the delivery and management of services to all types of networked devices in home, vehicle, mobile or other environments. Software components can be installed, updated, or removed on the fly from anywhere in the network.

In the next section we discuss related work. Section 3 describes the architecture of our framework. Section 4 discusses some implementation considerations. In section 5, a first use case implementation is presented. In section 6 we give an overview of our plans with our framework in the near future. Finally, in section 7, we state our conclusions.

2 Related Work

In the history of research in context awareness, which started about 10 years ago, three waves can be distinguished. The first wave involved specific applications that were tightly bound
to the sensor ([2], [3]). Application developers had to take care of the context acquisition, which made their applications hard to code, maintain and port. Reuse of sensors by several applications was difficult.

In a second wave in 2000, Dey introduced the Context Toolkit ([4]), an object-oriented Java framework that offers a number of reusable components, which allow the rapid prototyping of sensor-based context-aware applications. The Context Toolkit however doesn’t contain a common context model for exchanging context information. In the third wave, the SOCAM framework ([5], [6]) appeared in 2004, which is a service-oriented framework with a formal context model based on ontologies. This interesting work forms the basis of our own framework.

Outdoor the main localization technology is GPS, but unfortunately GPS doesn’t produce accurate results inside buildings or dense urban areas due to the lack of line of sight connections with the satellites. Other technologies could be used, e.g. Wi-Fi or RFID. A lot of research is currently done to develop accurate algorithms for these technologies. [7] presents a radio map based probabilistic technique for location determination with Wi-Fi. [8] presents algorithms for positioning in a city environment based on Wi-Fi.

The main contribution of this paper is the design of the sensor layer where the actual context acquisition takes place, the support for multiple location determination providers and the development of specific use cases.

3 Architecture

Figure 2 gives an overview of the architecture of our framework. The four layers with their main components are discussed in detail in the section below.

3.1 Database Layer

At the bottom of our framework a database contains static context information, such as info about users, devices, rooms in a building, etc. and information used by components in the sensor layer, e.g. positions of RFID tags.

3.2 Sensor Layer

The sensor layer takes care of the acquisition of the specific context information. This can be anything: location info, identification info, presence info, status info of devices, etc. We listed some of the components we need for the use cases we implemented and will implement, but of course many more sensor components could be defined.

Since location information is very important for a lot of applications, we showed in more detail how this information can be obtained. Wi-Fi and RFID signal strengths are captured by a mobile device and delivered via web services to the location services. Note that these location services implement a common location interface making them interchangeable.

3.3 Context Framework Layer

The context framework layer takes care of the aggregation of the context information according to a formal context model and contains some important components of our framework, namely the context providers and the context interpreter.

1) Context Provider: The context providers make the context acquisition transparent for the rest of the framework. They hide the details of retrieving context information from internal or external sources. The context information is offered in a format according to the context model to the other components and can be retrieved via querying or notification. Context providers make simultaneous use of sensors by several applications possible and allow for rapid prototyping of services as the sensors can be simulated by software sensors.

2) Context Interpreter: The context interpreter has two main functions: aggregation of context information and context reasoning and consequently it consists of two subcomponents, a knowledge base and a reasoner.

The knowledge base takes care of the aggregation of all context information. That way, applications that need different kinds of context information only have to communicate with this component. It contains all explicitly obtained knowledge (through the context providers) and the structure of the context domain (ontological schema). Just as for a context provider, information can be obtained via querying or notification.

The reasoner makes it possible to derive new implicit information out of the explicit context information. It also allows validation of context information. For example if several context providers deliver the same kind of information, there will probably be inconsistencies from time to time. Based on reliability and accuracy parameters a decision can be made on the correctness of the information. Reasoning is executed by way of rules. There are general rules (e.g. to indicate that a relation is transitive), which are used to derive implicit information and for validation. Extra rules can be defined to derive domain specific information. Also application specific rules can be defined with context-dependent conditions in the left hand side and actions in the right hand side. When the conditions are fulfilled, the actions are executed. The declarative character of these rules makes it possible to develop applications in no time. These kind of rules can be loaded and reloaded at runtime, so that the context behaviour can be changed without restarting the reasoner.

3) Context Model: In most earlier work, context information was modelled as a set of isolated entities, depending on programming language and platform. A good context model however, should have the possibility to give a semantic meaning to context information. Important characteristics of a semantic representation are the classification of context entities and the specification of dependencies between these entities and restrictions on these dependencies. Moreover, the model should be independent of programming language, operating system or middleware.

To satisfy these requirements we chose to model the context information in the knowledge base according to a formal ontological schema. Ontologies are defined as ‘formal descriptions
of the concepts of a research area and allow formal analysis and interpretation of domain knowledge.

3.4 Application Layer

The application layer makes use of the context information. The different components of the framework can be freely used by an application developer. This way, services can directly use the context providers or even the sensor components if they only need one kind of context information. More complex services can query the knowledge base or load rules in the reasoner; an extra service can be implemented to translate OWL constructs to Java objects as shown on figure 2, an interface can be offered to the users to define new rules (e.g., for user policies), etc.

4 Implementation Considerations

As mentioned above we chose the OSGi platform as service platform. OSGi makes it easy to install, update and remove components from remote locations. This is necessary for our framework where context providers and services can be added or removed at any moment. In addition, the OSGi specifications define a number of standard component interfaces for common functions such as HTTP servers, configuration, logging, security, user administration, XML, UPnP, etc. This simplifies development.

Our context model is written in OWL (Web Ontology Language) [9]. This is a web ontology language proposed by W3C. OWL allows an accurate description of domain knowledge with classification, modelling of dependencies and restrictions on these dependencies. Moreover it allows reasoning so that implicit information can be deduced. Other ontologies can be imported, which encourages reuse and improves scalability.

For the implementation of the context interpreter we used the Jena2 Semantic Web Toolkit [10]. This Java library offers an OWL API and a rule-based inference engine.
5 Desk Sharing Office Use case

5.1 Motivation

Based on the architecture explained above, a use case for locating people in a desk sharing office environment has been developed. In such an environment, employees do not have a fixed location in their company. When they enter the floor or building, they choose an available desk to sit down and start working. In this scenario, several problems can arise. Visitors who have an appointment with an employee do not know where to look. Even an employee who needs another employee for a meeting is not able to locate the other one. Since nowadays almost everybody or everything in a building can be uniquely identified by a personal device (portable, IP phone, wireless RFID tag, PDA, mobile handset, ...), it is possible to locate these devices and associate each device with an employee or service.

5.2 Wired Location Determination

1) Concept: For wired location determination, connected portables are considered to be the unique devices belonging to a person so the employee itself isn’t tracked but its portable. If a portable is connected to the local network, its location can be determined by using dynamic network information and static database information.

In this specific use case, a visitor enters the office and wants to look for the employee he has a meeting with. In the entrance room, there is a visualization screen where he can enter the name of the employee he is looking for. From this moment, the five steps in figure 3 clarify the continuation of the use case scenario:

3) Subsequently, if the application server broadcasts an ARP request for the IP address, obtained in step 2, it receives the MAC address of the employee’s portable.

4) Since every SNMP switch contains a mapping from MAC address to switch port number, the application server can query the SNMP switches with a specified MAC address and the switch port on which the employee is connected will be returned. SNMP will be further described in the next subsection.

5) The only missing step to determine an employee’s location is the mapping from switch port number to a location on a map. This mapping cannot be obtained from within the network and must be stored in the database.

2) SNMP (Simple Network Management Protocol): To determine a portable’s port number based on its MAC address (as in step 3), SNMP is used. SNMP is an application layer protocol that facilitates the exchange of management information between network devices. An SNMP network consists of three key components:

- Managed device: network node that contains an SNMP agent and resides on a managed network. In our use case the switches are the managed devices. They consist of a Managed Information Base (MIB), which is a collection of information that is organized hierarchically as a tree. Each object in the tree can be referred to by its Object ID (OID). For example the command `snmpwalk atlas3al.intec.ugent.be .1.3.6.1.2.1.7.4.3.1.2` returns for all the MAC addresses connected to the switch `atlas3al` the corresponding port numbers.

- Agent: software module that resides in a managed device.

- Network-management system: application that monitors and controls managed devices. The application server will fulfill this role in the use case.

3) Ontology: The ontology used to model this wireless location determination use case contains currently only location and user information, as can be seen in figure 4, described in OWL.

5.3 Wireless Location Determination

There are 2 technologies used for our wireless location determination, WiFi and RFID. Both technologies can be used to determine location in a number of ways. One of them is using trilateration and another one using radio maps.

1) Trilateration: Trilateration is a method of determining the relative positions of objects. When several distances to static nodes are known, the intersection of 3 circles (2D) or 4 spheres (3D) can be computed resulting in 1 location (see figure 5). In order to be able to use this mathematical principle, information is needed to calculate the distance to several static nodes. Since WiFi and RFID are used, a function is needed that maps the signal strength to the distance. Let’s call this function X. In the case of WiFi, the access points will have a known/fixed location and the mobile device of the user (pc/laptop/pda) will measure the signal strength of all the access points in reach.
For each point of the grid, the total probability that the user is present at a certain location is calculated. This is done by applying function Y on the signal strength to each “visible” access point.

2) Radio map: As it's very difficult to develop an accurate radio propagation model for indoor or urban environments another approach could be used. In an offline phase the signal strengths of the static nodes are measured everywhere in the target environment. These values are stored in a database. This is called a radio map. During the online phase the signal strengths are measured again and compared with the stored values. The best match in the database determines the most probable location.

It's clear that this technique has a big disadvantage, namely the cost to build the radio map. When something changes in the environment, for example the movement of furniture, the radio map should be built up again. A partial solution to this problem is to combine a radio propagation model with a limited number of measurements inside the building.

Just as with trilateration the accuracy can be improved by taking the mean or median of a number of measurements.

5.4 Framework Deployment

Taking a look at the architecture in figure 2, the desk sharing office use case already implements some modules, which will be explained in this section. Since OSGi is chosen as service platform, the modules or software components will be referred to as bundles in the following sections.

The Database Layer only contains one bundle. This bundle implements the Database service from figure 2 and performs database operations on a MySQL database such as getting and updating name-to-hostname and port-to-location mappings.

The Sensor Layer, implementing the location enablers, also contains one bundle that performs the wired location determination. This bundle, called Wired Location Service in figure 2, offers the mappings from hostname to IP address, IP address to MAC address and MAC address to switch port.

The Wired Location Provider and the Environment Provider are implemented from the Context Framework Layer. The Wired Location Provider offers the mapping from employee name to its corresponding location by joining the dynamic mappings requested from the Wired Location Service and static mappings requested from the Database service. The Environment Provider uses the Database service to obtain static information about the buildings, floors and rooms. The Context Interpreter collects the information from the Wired Location Provider and the Environment Provider for reasoning and querying purposes.

The Application Layer contains a Query Service, a Guiding service and a web interface:

- Query service: queries the Context Interpreter to obtain the employee's wired location information and static context information.
- Guiding service: uses the query service to determine the shortest path from the visitor to the employee or between
two employees. If an employee is not connected or not available at the moment, the shortest path to a default location will be returned.

- Web interface: visualizes the information from the Guiding service as shown in figure 6.

Fig. 6. Screenshot of the web interface of the desk sharing office environment demonstrator

The interaction between all these separate components in the desk sharing office use case can be demonstrated in two sequence diagrams. The sequence diagram in figure 7 shows the database and sensor layer, feeding the knowledge base from the context framework layer. The sequence diagram in figure 8 retrieves the context information from the knowledge base and presents it in the application layer.

Fig. 7. Sequence diagram of the components adding information to the context interpreter.

The application layer also contains a separate tool that cases the deployment of applications using our context framework, called the Admin Tool. Besides doing straightforward tasks such as creating and filling the database tables (containing information concerning the building, the floors, the employees and the hostnames of their PCs, the SNMP switches, the mapping of a port of a switch to a location), it can calculate all the possible paths people can take using just a picture of a floor plan. Figure 9 shows these paths.

Fig. 8. Sequence diagram of the components showing the information, retrieved from the context interpreter, to the end user.

The algorithm works as follows: the image is overlaid with a grid of points, with fixed interspacing. This distance is scaled from a real-life precision parameter, for instance a small footstep (half a meter). A certain set of colours on the original floor plan image (for instance black) is assumed to be impassable. Grid points placed over a pixel of this colour are
removed. Then, the algorithm iterates over these points and checks if the paths to its neighbours contain impassable parts. If they don’t, then these paths are added to the graph.

The reason a raster of points is used instead of all points is of course an optimisation. Otherwise there would be a lot more edges slowing down this algorithm and the shortest path algorithms that make use of the resulting graph. The actual width between the points can of course be adapted, but it shouldn’t be bigger than a doorway, otherwise it’s possible that no path will be found through it.

Since there are colours on the floor plan that cannot be passed through, extra information such as toilets, stairs, reception, meeting rooms, etc. should be added as metadata, so that they are not part of the picture of the floor. This metadata can also be used by the reasoner, e.g. when a user is located in the toilet, another location can be shown.

Another thing that can be seen on figure 9 are blue dots, representing where the ethernet cable, connected to a certain port of a switch, is located. If a person’s PC is connected to that cable, his location will be mapped to the same blue dot. Once we add wireless location determination to the demonstrator, the location of a person can be anywhere on the grid.

The user interface of the Admin Tool allows to display the grid, or to remove it, so clutter can be avoided when for instance extra port-location mappings are added. In the future, this tool will be extended, so that it can also display the current position of all the people present in the building.

6 Future work

6.1 Wireless location determination

All the techniques in section 5.3 will be tested extensively and compared in precision, performance, scalability, etc. Furthermore, the optimal placement of the tags or access points will be determined. As each building is different, this placement is determined mostly experimentally, but heuristic techniques such as genetic algorithms can help.

6.2 Extended Office Use Case

The desk sharing office use case will be extended to incorporate wireless location determination using the techniques described above in subsection 5.3. This way the employee can be tracked anywhere. When there are inconsistencies, such as two different locations for one person (one for his desktop pc and one for his PDA), a conflict resolution mechanism will be defined to give priority to more mobile devices, etc.

Our framework can handle all sorts of context information and so far we have focused on location alone. Presence information for instance could be added as well. Also metadata such as toilets, stairs, reception, meeting rooms of a floorplan provide context information the reasoner can use. Adding all this context information will result in an extension of the context model shown in figure 4.

For the moment, searching an employee who is not connected results in a default location. We plan to make this default location configurable using rules that take location and presence info into account. These personal default locations provide the user with a bit more privacy.

7 Conclusion

In this paper we presented an open context framework that allows the rapid development of context-aware services. We used a formal context model based on OWL to represent, share and reason on context information. A first implemented location determination use case in a desk sharing environment was presented and also a short glimpse of future work.
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